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Software development has a 

supply chain

4

Depends on third-party 

components (packages, libraries)

85% - 97% of enterprise software 

code base from OS components

Context
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Vulnerability

What is a security vulnerability ?

• Security defects

• Security bugs

• Software weaknesses

• Etc.

"A software vulnerability is an instance of a flaw, caused by a mistake in the design, 

development, or configuration of software such that it can be exploited to violate some explicit 

or implicit security policies.“

According to Ghaffarian and Shahriari [1] :
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Software Supply Chain Attack

What is a Software Supply Chain Attack (SSCA)?

A technique in which an adversary slips malicious code or

even a malicious component into a trusted piece of

software or hardware. By compromising a single supplier,

attackers can hijack the distribution system to turn any

application into Trojan horse [2].



Data Exfiltration:
SolarWinds Attack

• In December 2020, Russian hackers from the Foreign

Intelligence Service (SVR) hacked SolarWinds.

• In October 2019, they planted malicious code in updates

of the network monitoring tool Orion to plant a backdoor.

• 18 000 users were affected, and at least nine US federal

agencies got infiltrated (e.g., NASA, the State Department,

the Department of Defense, and the Department of Justice).
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Remote Code Execution:
Log4Shell Attack

• On December 2021, a vulnerability with 10/10 severity

was discovered in Apache Log4j library.

• Vulnerability consists of abusing the feature of specifying

code through a log message and allowing the injected

code to be executed remotely on a targeted server.

• Exploits: Cryptomining, Reverse Shell to bypass firewalls,

turn targeted server into a botnet, data exfiltration, etc.
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Research Problems
Handling Software Supply Chain Attacks

Software supply chain is

extensive, and software is

updated and patched on a 

regular basis

The lacks and limitations

of the state-of-the-art 

(Accuracy & Time)

Manual analysis

performed by experts 

require a lot of time and 

effort

The fix delay that expands 

the window of exposure

causing more casualties
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SCA Tools & Dependabot

Software Composition Analysis Tools

Dependabot

Tools that identify the open-source software in a codebase in order to evaluate security,

license compliance, and code quality. The inspection concerns different components and

packages against security-related databases (e.g., NVD) that contain information about

common and known vulnerabilities.

Automated tool that keeps dependencies secure and up-to-date by managing

dependency updates, scanning third party vulnerabilities and sending security alerts.

It was released on May 27, 2017, and then, it got acquired by GitHub on May 2019. It

currently supports 15 different programming languages.
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SCA Tools & Dependabot

Dependabot

Overview of Dependabot working process

https://github.com/dependabot/dependabot-core
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Research Questions

Dependabot 

popularity

• Level of popularity

• Popularity reasons

Vulnerabilities in 

dependencies

• Patterns of 

developers’ practices 

and techniques

Security PRs

management

• Receptiveness and 

responsiveness

• Threat lifetime & fix 

delay

• Most exploited

vulnerabilities

Merge decision & 

Merge speed

• Factors correlating

with the acceptance 

and fast merges

Scope of study
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GitHub-Miner : dataset collection pipeline

Data collection pipeline for GitHub-Miner
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Dataset description

Dataset 1

Dependency Update : 

6 573 489 PR-related issues 

created  from 26/05/2017 

to 15/06/2021 (63 Gb).

Dataset 2

Dependabot Security PRs :

384 764 pull requests created 

from 26/05/2017 to 

15/06/2021 (4.34 Gb).

Dataset 3

Manual Security PRs :

100 102 pull requests 

created from 26/05/2017 

to 15/06/2021 (1.66 Gb).
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To what extent is Dependabot adopted ?

Why is Dependabot more adopted than other tools ?

Level of popularity

• Using Dataset (1) - Dependency Update -

• Quantitative analysis of the total number of PRs created by bots and users

• Comparative analysis of the history and evolution of dependency management activity

RQ1
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To what extent is Dependabot adopted ?

Why is Dependabot more adopted than other tools ?

Popularity reasons

• Survey with project owners from GitHub, randomly selected from Dataset (1)

• Content : demographic profile and experience + dependency management tools and their features 

+ challenges encountered with possible improvements

• Response rate of 13% (22/164)

RQ1
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What do developers do to handle security vulnerabilities in dependencies ?

Patterns of developers' practices & techniques

• Using Dataset (2) & (3) – Security PRs –

• Representative sample : more than 10% of total PRs (50,000) using Stratified Random Sampling

• Manual qualitative analysis of PR commits, patches, & comments

RQ2
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How fast are security pull requests handled ? 

How long do vulnerabilities remain unpatched ?

Receptiveness and responsiveness

• Using Dataset (2) & (3) – Security PRs –

• Comparative analysis of the distribution of PRs

• Manual analysis for the reasons of closing and not handling security PRs

• Measure merge speed & close speed of PRs for Dependabot and developers

RQ3
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How fast are security pull requests handled ? 

How long do vulnerabilities remain unpatched ?

Threat lifetime & fix delay

RQ3

Timeline for vulnerabilities discovery time and fix time; (1) Patch disclosed after adding the vulnerable 

dependency, (2) Patch disclosed before adding the vulnerable dependency
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How fast are security pull requests handled ? 

How long do vulnerabilities remain unpatched ?

Most exploited vulnerabilities 

• Using Dataset sample of RQ2 (50,000)

• Quantitative analysis of the Hidden Threat Lifetime by vulnerability type

RQ3
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What factors influence the decision and the time to accept security PRs ? 

Factors correlating with the acceptance and fast merges

• Using Dataset (2) & (3) – Security PRs –

• Data pre-processing : 

▪ Cross-correlation analysis (redundancy, independence, significance)

▪ Outlier filter

• Statistical analysis on the merge decision and the merge speed

• Survey with developers, randomly selected from Dataset (2) (response rate 14% = 18/128)

RQ4
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What factors influence the decision and the time to accept security PRs ? 

RQ4
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RQ1.1. Level of popularity

RQ1. Dependabot popularity

• Dependabot dominates the dependency 

management activity, with more than 70% PRs

• 84% of the total PRs in the dataset are handled

• Auto-generated PRs (90%) vs. Manual PRs (10%)

Pull Request distribution per author
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RQ1.1. Level of popularity

RQ1. Dependabot popularity

• Dependabot dominates the dependency 

management activity, with more than 70% PRs

• 84% of the total PRs in the dataset are handled

• Auto-generated PRs (90%) vs. Manual PRs (10%)

• Dependabot increasingly getting more popular, 

esp. from 2018 when most PLs were supported

• Dependabot creates on avg. 68,784 new PRs per 

month

Pull Request creation history per author
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RQ1.2. Popularity reasons

RQ1. Dependabot popularity

• Main features :

✓ Efficiency : adoption of automated dependency 

management

✓ Accessibility : free tool + PLs

✓ Adaptivity : CI/CD pipeline + modern software 

development

✓ Comprehensibility and support

Selection rate of popularity reasons



Investigations & Findings

28

RQ2. Patterns of developers' practices & techniques

RQ2. Vulnerabilities in dependencies

Strategies :

Identify & Fix
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RQ2. Patterns of developers' practices & techniques

RQ2. Vulnerabilities in dependencies

Strategies :

Identify & Fix

SCA Tools
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RQ2. Patterns of developers' practices & techniques

RQ2. Vulnerabilities in dependencies

Strategies :

Identify & Fix

SCA Tools
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RQ2. Patterns of developers' practices & techniques

RQ2. Vulnerabilities in dependencies

Strategies :

Identify & Fix

SCA Tools

Auto-merge 
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RQ2. Patterns of developers' practices & techniques

RQ2. Vulnerabilities in dependencies
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RQ2. Patterns of developers' practices & techniques

RQ2. Vulnerabilities in dependencies

Strategies :

Identify & Fix

SCA Tools

Auto-merge 

(CI/CD)

Manual 

Review & 

Merge 

(breaking 

changes)

Cherry-

picking & 

Combining

Manual Inspection
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RQ2. Patterns of developers' practices & techniques

RQ2. Vulnerabilities in dependencies
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RQ2. Patterns of developers' practices & techniques

RQ2. Vulnerabilities in dependencies

Strategies :

Identify & Fix

SCA Tools

Auto-merge 
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RQ2. Patterns of developers' practices & techniques

RQ2. Vulnerabilities in dependencies

Strategies :

Identify & Fix

SCA Tools

Auto-merge 

(CI/CD)

Manual 

Review & 

Merge 

(breaking 

changes)

Cherry-

picking & 

Combining

Manual Inspection

Registry 

reports (audit)

Developer's 

knowledge

Automated 

PRs for 

patch 

generation

M
a
n

u
a
l

A
u

to
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RQ2. Patterns of developers' practices & techniques

RQ2. Vulnerabilities in dependencies

• Common actions on patches :

1. Dependency upgrade (version, hash, transitive dependencies)

2. Selective Dependency Resolution (version pinning, no ’^’, no ’∼’ )

3. Dependency change (absence of new versions)

4. Dependency downgrade (vulnerability-free)

5. Dependency removal (bloated dependencies)
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RQ3.1. Receptiveness and responsiveness

RQ3. Security PRs management

• Devs are highly receptive to manual PRs; Close due 

to test runs and project requirement

Distribution of security PRs per state and author

Developers
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RQ3.1. Receptiveness and responsiveness

RQ3. Security PRs management

Distribution of security PRs per state and author

Developers

• Devs are highly receptive to manual PRs; Close due 

to test runs and project requirement

• Contributors have significant impact on security fixes 

(Chi-squared test)
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RQ3.1. Receptiveness and responsiveness

RQ3. Security PRs management

• Devs are highly receptive to manual PRs; Close due 

to test runs and project requirement

• Contributors have significant impact on security fixes 

(Chi-squared test)

• Merged PRs : 71% (66735/94455) manually merged, 

29% auto-merged

Distribution of security PRs per state and author

Dependabot

Developers
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RQ3.1. Receptiveness and responsiveness

RQ3. Security PRs management

• Devs are highly receptive to manual PRs; Close due 

to test runs and project requirement

• Contributors have significant impact on security fixes 

(Chi-squared test)

• Merged PRs : 71% (66735/94455) manually merged, 

29% auto-merged

• Closed PRs : 8% manually closed (breaking changes, 

test runs fail, core dependents), 92% auto-closed 

(superseded, dependency updated or removed, peer 

requirement, & update errors)

Distribution of security PRs per state and author

Dependabot

Developers
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RQ3.1. Receptiveness and responsiveness

RQ3. Security PRs management

• Open PRs due to :

➢ Low priority for the update

➢ Not enough time for review & check

➢ Low severity and impact of vulnerability

➢ High frequency of updates

➢ Manual effort esp. when multiple repos 

use same dependency

Dependabot PRs distribution per state

Dependabot

Auto-merged

Manually merged

Auto-closed

Manually closed

Open
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RQ3.1. Receptiveness and responsiveness

RQ3. Security PRs management

• Dependabot PRs mostly merged in less

than 24 hours (median: 1 day, mean: 16)

but take longer to be closed (median: 26,

mean: 61 days)

• Manual PRs merged within few hours

(median: 0 day, mean: 7 days) and take

longer to be closed (median: 2, mean: 48)

Violin-plot for the time to handle security PRs
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RQ3.1. Receptiveness and responsiveness

RQ3. Security PRs management

• PRs merged much faster than they are closed

• Dependabot’s auto-merge performs best within

few minutes (median: 0, mean: 5.7), developers

merge their PRs faster (median: 0, mean: 7.3) than

Dependabot’s (median: 2, mean: 20)

• Developers’ PRs closed faster (median: 2, mean:

48), and Dependabot’s take longer whether

automatically (median: 24, mean: 59) or manually

(median: 36, mean: 82)

Box-plot for merge & close speed of security PRs
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RQ3.1. Receptiveness and responsiveness

RQ3. Security PRs management

• Close speed initially high (esp. developers’),

then decreases over time

• Merge speed has weak variations for

Dependabot & developers

Box-plot for the evolution of merge & close speed
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RQ3.2. Threat lifetime & fix delay

RQ3. Security PRs management

• Threats persist unknown in GitHub for 512 

days on avg. (median: 419 days)  

Huge window of exposure !

• Patches disclosed after 362 days on avg. 

(median: 305 days) from 0-day (manual 

expert inspection)

• Small gap between two metrics : fixes are 

made quickly in GitHub soon after 

disclosing patches in CVE databases
Violin-plot for threat lifetime & fix delay
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RQ3.2. Threat lifetime & fix delay

RQ3. Security PRs management

• Vulnerabilities with serious severity levels 

are the most occurring on GitHub

• Vulnerabilities with highest severity levels 

(critical) have quickest fixes (priority)

Threat lifetime based on the severity level
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RQ3.2. Threat lifetime & fix delay

RQ3. Security PRs management

• # PRs decreases as the update level gets higher

➢ Most fixes are performed on patch level

• ATL increases as the update level gets higher

➢ Major updates take the longest to be 

released (huge changes)

Threat lifetime based on the update level
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RQ3.3. Most exploited vulnerabilities 

RQ3. Security PRs management

• Most common : Prototype Pollution

➢ Simple logic, targets npm, leads to 

subsequent attacks

• Highest ATL : Cross-Site Scripting (XSS)

➢ Harder to manually inspect, time to 

implement fixes

• Lowest ATL : Usage of Broken / Risky 

Cryptographic Algorithms

➢ Easier to pinpoint, predefined fixes

Most exploited vulnerabilities
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RQ4. Factors correlating with the acceptance and fast merges

RQ4. Merge decision & Merge speed

❑Merge decision : Acceptance supported by 

• Descriptions of small size (# comments, discussion) => 

Dependabot communication, more changes

• Collaboration (# assignees)

• Less changes (# additions, # changed files) => breaking 

changes, refactoring effort + tests + reviews

• Repository characteristics (activity, maturity)

• Update level & severity Tests results on merge decision for Dataset (2)
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RQ4. Factors correlating with the acceptance and fast merges

RQ4. Merge decision & Merge speed

❑Merge decision : Acceptance supported by 

• Descriptions of small size (# comments, discussion) => 

Dependabot communication, more changes

• Collaboration (# assignees)

• Less changes (# additions, # changed files) => breaking 

changes, refactoring effort + tests + reviews

• Repository characteristics (activity, maturity)

• Update level & severity

• Developer’s experience, contribution, & association 

(owner vs. contributor)

Tests results on merge decision for Dataset (3)
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RQ4. Factors correlating with the acceptance and fast merges

RQ4. Merge decision & Merge speed

❑Merge speed : Fast merge supported by

• PR changes (# commits, # changed files) => code reviews, 

test runs, refactoring effort

• Efficient communication (# comments, discussion) => 

Dependabot actions, developer’s feedback

• Project characteristics (maturity, size) => adaptability, 

more contributors

• Update level & severity
Tests results on merge speed for Dataset (2)
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RQ4. Factors correlating with the acceptance and fast merges

RQ4. Merge decision & Merge speed

❑Merge speed : Fast merge supported by

• PR changes (# commits, # changed files) => code reviews, 

test runs, refactoring effort

• Efficient communication (# comments, discussion) => 

Dependabot actions, developer’s feedback

• Project characteristics (maturity, size) => adaptability, 

more contributors

• Update level & severity

• Developer’s workload, contribution & association
Tests results on merge speed for Dataset (3)



Implications

Tool Designers

Concerns Alternatives

➢ Overwhelming alerts, pollute project history & 

notifications

➢ Breaking changes, manual effort

➢ Frequency of updates, time to merge

➢ Threat lifetime, unknown vulnerabilities

➢ Tool adoption

✓ Improve bot-human interaction (combine PRs w/ edits & 

selection)

✓ Locate code fragments that require refactoring

✓ Support auto-merge w/ restriction options (update level)

✓ Effective & efficient tools that rely on available data

✓ Features : efficiency (configuration + integration), 

accessibility, adaptivity, comprehensibility & support



Implications

Repository Owners / Maintainers

Concerns Alternatives

➢ Not using tools / bots to handle vulnerabilities in 

dependencies

➢ Fix delay after discovering vulnerabilities

➢ Negative hidden threat lifetime

➢ Common attacks

✓ Maintain regular level of awareness (inspection & audits, 

security reports, vulnerability DBs, advisories, etc.)

✓ Narrow window of exposure (e.g., suggest substitute 

packages in absence of safer versions)

✓ React to fix disclosures (disable/remove vulnerable 

versions, inform users about threats during installation)

✓ List of most exploited vulnerabilities (e.g., security 

evaluation like OWASP Top Ten)



Implications

Developers

Concerns Alternatives

➢ Factors impact handling security PRs

➢ Auto-closed PRs (superseded)

➢ Bloated dependencies

✓ Be concise and make a long story short (consider 

description size and # comments)

✓ React to open PRs and not ignore them for too long

✓ Keep dependency graph clean from redundant and 

unused dependencies



Dataset & Reference Dataset of 9,288,808 PRs-related issues in

979,179 projects for more than 10 PLs, for

general purposes (security, pull-based, etc.)

Contributions

57

Data Collection Pipeline Pipeline to extract issues, pull requests,

repositories, commits and users’ data from

GitHub

Knowledge & Insights Adoption of bots in fixing vulnerabilities in

dependencies, developers’ patterns to

handle SSCAs, threat lifetime, &

management of security PRs



Thank You !
Any Questions ?
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Software Supply Chain Attack

What is a Software Supply Chain Attack (SSCA)?

A technique in which an adversary slips malicious code or even a malicious component into a

trusted piece of software or hardware. By compromising a single supplier, attackers can hijack the

distribution system to turn any application into Trojan horse [2].

▪ Attack vectors (Strategies)

▪ Purpose

- Social engineering

- Typo-squatting (E.g., jeIlyfish and jellyfish)

- Combo-squatting (E.g., python-ftp and pyftpdlib)

- Etc.

- Stealing credentials

- Data exfiltration

- Cryptocurrency mining

- Etc.
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Software Supply Chain Life Cycle

https://www.atlanticcouncil.org/in-depth-research-reports/report/breaking-trust-shades-of-crisis-across-an-insecure-software-supply-chain/


